Event-driven simulation of digital circuits using modified Petri nets algorithm
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Abstract—This paper presents a modified Petri nets simulation algorithm applied as an engine for a logic simulator in digital integrated circuit design. The simulator uses an event-driven algorithm and eliminates the delta delay which occurs in the majority of modern simulation algorithms. The algorithm has been tested for the logic simulation of combinational digital circuits and demonstrated more accurate simulation results. This has been achieved due to solving the issue of the priority choice problem when two or more events are occurring simultaneously.
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I. INTRODUCTION

Digital circuit design is the most important stage of integrated circuit (IC) development where circuit elements are represented as logic gates to perform Boolean algebra operations. Logic gate operations are usually described as a combination of logic functions (i.e. AND, NOT, OR and others) performing under algorithms based on the syntax of high level programming languages. The syntax of these languages includes assignment statements, multiple-choice operators, logical conditions, loops and, for some languages, even the function or procedure calls and object oriented programming.

There are several types of algorithms applied for digital circuit simulation. The first type of algorithms is called “cycle simulation” where the time axis is divided into a sequence of small fixed time steps and the simulation is performed at each time step during the simulation time. All of the logic gates of the circuit are evaluated at each time step. However, this algorithm has several important disadvantages:

1. The algorithm can only be implemented at the gate level for the described circuits;
2. The algorithm must arrange all of the elements in the simulated circuit according to the signals passing through the logic gates;
3. The algorithm is inefficient when used to simulate digital circuits containing large numbers of gates;
4. The algorithm is extremely inefficient for the simulation of circuits with delays.

II. PROBLEM DEFINITION

It is obvious that this type of algorithm cannot be applied for the simulation of circuits having a large scale integration and a significant number of feedbacks. Therefore, the simulation of modern digital circuits, comprising of millions of triggers and flip-flops, becomes impossible under the “cycle simulation” approach.

The second type of algorithm is called “event-driven simulation”. Nowadays this simulation algorithm is extremely popular and widely used for IC development and design.

During event-driven simulation the time axis is not divided onto a fixed sequence of time steps but dynamically updated with events indicating which gate has to be evaluated. If a circuit signal value is changed (for example, as a result of input switching or gate switching) a new event is added to the event list. This event contains information about operation time and the gate to be evaluated.

Thus, this algorithm solves the majority problems that occur during the execution of the “cycle simulation” algorithm:

1. The algorithm can be applied at any level of abstraction to the described circuits;
2. The algorithm does not need to define all of the elements in the simulated circuit;
3. The algorithm is efficient for simulation of the digital circuits containing a large amount of gates. The simulation under this algorithm is not conducted for all gates; it is only applicable for the gates added to the list of events;
4. The algorithm is efficient when used to simulate circuits with delays. This is achieved due to the fact that the time axis is not divided into fixed time steps and the events appear dynamically.

Although the event-driven simulation algorithm is widely used in industry it has a disadvantage related to accuracy.
In order to resolve this ambiguity, modern digital circuit simulators implement the concept of “delta delay”. This concept means that all of the signal switches that occur at the same moment in time are shifted along the time axis with a very small delay called “delta delay”. The time delay is so small that for the user, observation of all of the signal switches occurs in parallel at the same moment in time. Whereas the algorithm actually evaluates them consequently. However, this approach can generate different simulation results for the same signal switching sequences.

Depending on the method of description the algorithm can perform in different ways choosing a different order of switching operations. This situation is illustrated in an example of the clock-gated D Flip-flop (DFF) shown in Fig. 1 where the simulation results depend on the order of the signal switching in the netlist. Fig. 2 shows the result of the simulation of a given circuit using an Icarus Verilog simulator, the most efficient open source digital circuit simulation program.

In this example, there are two signals switching at the same time – C (clock signal) and EC (enable clock signal). The simultaneous switching disables the clock signal passing to DFF when using the power save mode. This method known as “clock gating” is usually applied to minimise power consumption of a circuit operating in power save mode.

Obviously, the simulation program cannot evaluate the simultaneous switching of several gates so therefore it implements a “delta delay” algorithm to perform the sequential switching of inputs C and EC.

The upper plot in Fig. 2 shows the results when the simulation algorithm chooses the input EC to be switched first. In this case the input C is switched after EC and the simulation program considers that if EC is already equal to 0 then switching C to 1 will lead to the switching of the OR2 gate and the DFF output is changed accordingly.

The lower plot in Fig. 2 demonstrates the opposite condition, where the simulation algorithm takes switching of input C first. Under this condition, the input EC is still equal to 1, so nothing happens at the output of the OR2 gate and the trigger is not switched.

This paper proposes a new digital circuit simulation algorithm based on the modification of the Petri net simulation approach aimed to avoid the “delta delay” and improve the accuracy of the digital circuit simulation.

### III. PROPOSED APPROACH

Petri nets are a class of the basic model of parallel and distributed systems designed by Carl Adam Petri. An example of a Petri net is shown on Fig. 3.

Algorithms based on Petri nets can simulate parallel processes with sequential instructions. Petri nets contain the places \( s_1, s_2, s_3, s_4 \) and the transitions \( t_1, t_2 \) which can be connected by the directed arcs. The places in the net may contain tokens in \( s_1, s_2, s_3 \) and not in \( s_4 \) as shown in Fig. 3. These tokens can be moved to other places using “firing” actions. Each step of the simulation in the Petri net consists of three stages: \( t_1 \) (Fig. 4a), \( t_0 \) (Fig. 4b) and \( t_c \) (Fig. 4c).

Petri nets are used as an effective tool for parallel process simulation in hardware design. There are two main application approaches of Petri nets in the digital IC design:

1. Description of a circuit behaviour [1], [2] where the simulation of the circuit is conducted using standard algorithms;
2. The basis of gates representation [3], [4] where digital elements are described in terms of safe Petri nets and standard algorithms are used for simulation.

The method suggested in this paper is based on the modified Petri nets simulation algorithm being used as a basis of the logic simulation engine. Instead of the circuit description using a set of traditional Petri net places and transitions it is proposed that the modified transitions and places are implemented in accordance with the logic functions described...
in the netlist. This approach reduces the number of Petri net elements (states and transitions) used for the simulation compared to previous approaches [2]-[4].

The proposed modifications to the Petri nets are as follows:

1. Each place of Petri net corresponds to one node of the digital circuit. If the state has a dot it means that this net of a circuit has logic 1 whereas if the state has no dot – the logic value in this net equals to logic 0. Using coloured Petri nets the multi-valued logic (0, 1, U, Z etc.) could be implemented.

2. A net transition implements a logic gate of the digital circuit. At the gate level of simulation algorithm there is a set of predefined transitions corresponding to the logic gates NOT, AND, OR, NAND, NOR and XOR.

3. Unlike the basic Petri net algorithm the transition will fire in any case; this action is not linked to the presence of a dot in its input. In the proposed modification the transition firing depends on type of transition only and could occur when there is no dot in the input. For example, if the transition implements a logic gate NOT it will fire each time when there is no dots in its input and will not fire if there is a dot. This performance is corresponding to the logic gate functioning rules.

4. If the transition fires, this action will not remove the dots from its inputs.

IV. EXAMPLE CIRCUIT

An example shown in Fig. 5 and Fig. 6 demonstrates how a one bit full adder (Fig. 5) is implemented in the proposed modification of Petri nets (Fig. 6).

![Full adder schematic](image1)

Fig.5. Full adder schematic

![Full adder schematic translated to Petri nets](image2)

Fig.6. Full adder schematic translated to Petri nets

Simulation under the proposed algorithm takes 1.5–2 times longer than the similar process without Petri nets. For example, if the simulation queue is \{G1, G2, G3\} (where G_ is a logic gate) then using Petri nets, it is changed to the following: \{G1(t−), G2(t−), G3(t−), G1(b0) G2(b0) G3(b0), G1(t−) G2(t−), G3(t−)\}. Despite this, the performance of the proposed simulation algorithm equals that of the Icarus Verilog. However, the proposed algorithm increases the simulation queue by three times when compared to a standard simulation algorithm.

V. EXPERIMENTAL RESULTS

This algorithm was implemented using C++ [5] and was compared to the Icarus Verilog simulation program.

For the circuit in Fig. 1, different input vectors were generated. When these were compared to the results obtained from the Icarus Verilog simulation program (Fig. 2), the simulation under the proposed algorithm demonstrated that any sequence of the input vectors results in the unique and correct waveforms as shown in Fig. 7.

![Simulation results](image3)

Fig.7. Simulation results.

The developed simulation program was tested using ISCAS'85 benchmarks. The results of the simulation are fully consistent with the results obtained from Icarus Verilog simulation.

VI. CONCLUSION

It has been shown that the simulation result for the proposed algorithm is correct for any type of netlist description. In further work, several approaches will be implemented for the simulation of behavioural descriptions of digital circuits using a proposed algorithm. Behavioural descriptions can also be represented as the set of Petri net instances (places and transitions) with specific functioning.
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